Spring Life Cycle

**Bean Life Cycle**

1. The Bean Container finds the definition of the Spring Bean in the Configuration file.

2. The Bean Container creates an instance of the Bean using Java Reflection API.

3. **Using the dependency injection, spring populates all of the properties** as specified in the bean definition.

4. If the Bean class implements the **BeanNameAware** interface, then the **setBeanName**() method will be called by passing the name of the Bean.

5. If the Bean class implements the **BeanClassLoaderAware** interface, then the method **setBeanClassLoader**() method will be called by passing an instance of the ClassLoader object that loaded this bean.

6. If the Bean class implements the **BeanFactoryAware** interface, then the method **setBeanFactory**() will be called by passing an instance of BeanFactory object.

7. If there are any **BeanPostProcessors** object associated with the BeanFactory that loaded the Bean, then the method **postProcessBeforeInitialization**() will be called even before the properties for the Bean are set.

8. If the Bean class implements the **InitializingBean** interface, then the method **afterPropertiesSet**()will be called once all the Bean properties defined in the Configuration file are set.

9. If the Bean definition in the Configuration file contains a **'init-method'** attribute, then the value for the attribute will be resolved to a method name in the Bean class and that method will be called.

10. The **postProcessAfterInitialization**() method will be called if there are any Bean Post Processors attached for the Bean Factory object.

11. If the Bean class implements the **DisposableBean** interface, then the method **destroy**() will be called when the Application no longer needs the bean reference.

12. If the Bean definition in the Configuration file contains a **'destroy-method'** attribute, then the corresponding method definition in the Bean class will be called.

**Explain Bean lifecycle in Spring framework.**

<http://www.careerride.com/Spring-bean-lifecycle-in-spring-framework.aspx>

1. The spring container finds the bean’s definition from the XML file and instantiates the bean.  
2. Using the dependency injection, spring populates all of the properties as specified in the bean definition.  
3. If the bean implements the BeanNameAware interface, the factory calls setBeanName() passing the bean’s ID.  
4. If the bean implements the BeanFactoryAware interface, the factory calls setBeanFactory(), passing an instance of itself.  
5. If there are any BeanPostProcessors associated with the bean, their post- ProcessBeforeInitialization() methods will be called.  
6. If an init-method is specified for the bean, it will be called.  
7. Finally, if there are any BeanPostProcessors associated with the bean, their postProcessAfterInitialization() methods will be called.

<http://www.javabeat.net/life-cycle-management-of-a-spring-bean/>

A ***Spring Bean*** represents a ***POJO component*** performing some useful operation. All ***Spring Beans*** reside within a ***Spring Container*** also known as ***IOC Container***. The Spring Framework is transparent and thereby hides most of the complex infrastructure and the communication that happens between the Spring Container and the Spring Beans. This section lists the sequence of activities that will take place between the time of Bean Instantiation and hand over of the Bean reference to the Client Application.

1. The Bean Container finds the definition of the Spring Bean in the Configuration file.
2. The Bean Container creates an instance of the Bean using Java Reflection API.
3. If any properties are mentioned, then they are also applied. If the property itself is a Bean, then it is resolved and set.
4. If the Bean class implements the BeanNameAware interface, then the setBeanName() method will be called by passing the name of the Bean.
5. If the Bean class implements the BeanClassLoaderAware interface, then the methodsetBeanClassLoader() method will be called by passing an instance of the ClassLoader object that loaded this bean.
6. If the Bean class implements the BeanFactoryAware interface, then the method setBeanFactory() will be called by passing an instance of BeanFactory object.
7. If there are any BeanPostProcessors object associated with the BeanFactory that loaded the Bean, then the method postProcessBeforeInitialization() will be called even before the properties for the Bean are set.
8. If the Bean class implements the InitializingBean interface, then the method afterPropertiesSet()will be called once all the Bean properties defined in the Configuration file are set.
9. If the Bean definition in the Configuration file contains a 'init-method' attribute, then the value for the attribute will be resolved to a method name in the Bean class and that method will be called.
10. The postProcessAfterInitialization() method will be called if there are any Bean Post Processors attached for the Bean Factory object.
11. If the Bean class implements the DisposableBean interface, then the method destroy() will be called when the Application no longer needs the bean reference.
12. If the Bean definition in the Configuration file contains a 'destroy-method' attribute, then the corresponding method definition in the Bean class will be called.

<http://mrbool.com/working-with-spring-bean-life-cycle/27173>

The following are the stages in a bean’s lifecycle.

1. Instantiate - The Spring container instantiates the bean.
2. Populate properties- Spring IoC container injects the bean’s properties.
3. Set Bean Name- Spring container sets the bean name. If the bean implements BeanNameAware, spring container passes the bean’s id to setBeanName() method.
4. Set Bean Factory-If the bean implements BeanFactoryAware, Spring container passes theBeanFactory to setBeanFactory().
5. Pre Initialization-This stage is also called the bean postprocess . If there are anyBeanPostProcessors, theSpring container calls the postProcesserBeforeInitialization () method.
6. Initialize beans- If the bean implements IntializingBean,its afterPropertySet()method is called. If the bean has init method declaration, the specified initialization method is called.
7. Post Initialization- If BeanPostProcessors is implemented by the bean, the Spring container calls their postProcessAfterinitalization() method.
8. Ready to Use- Now the bean is ready to be used by the application.
9. Destroy- The bean is destroyed during this stage. If the bean implements DisposableBean, the Spring IoC container will call the destroy() method . If a custom destroy () method is defined, the container calls the specified method.

<http://geekabyte.blogspot.in/2014/07/hooking-into-container-and-bean-life.html>

This is briefly enumerated:  
  
1. Read and parse the Bean definitions (either as XML, JavaConfig)  
2. Process BeanFactoryPostProcessors  
3. Construct bean by calling its constructor  
4. Call setters, dependencies injected  
5. Inject the required beans as defined by the \*Aware Interfaces  
6. Call postProcessBeforeIntialization  
7. Call the initializaion callbacks.(like InitializingBean's afterPropertiesSet or a custom init-method)  
8. Call postProcessAfterInitialization

# **Spring Bean Life Cycle**

1. The Bean Container finds the definition of the Spring Bean in the Configuration file.
2. The Bean Container creates an instance of the Bean using Java Reflection API.
3. If any properties are mentioned, then they are also applied. If the property itself is a Bean, then it is resolved and set.
4. If the Bean class implements the **BeanNameAware** interface, then the **setBeanName()** method will be called by passing the name of the Bean.
5. If the Bean class implements the **BeanClassLoaderAware** interface, then the method **setBeanClassLoader()** method will be called by passing an instance of the **ClassLoader** object that loaded this bean.
6. If the Bean class implements the **BeanFactoryAware** interface, then the method **setBeanFactory()** will be called by passing an instance of **BeanFactory**object.
7. If there are any **BeanPostProcessors** object associated with the **BeanFactory** that loaded the Bean, then the method **postProcessBeforeInitialization()** will be called even before the properties for the Bean are set.
8. If the Bean class implements the **InitializingBean** interface, then the method **afterPropertiesSet()** will be called once all the Bean properties defined in the Configuration file are set.
9. If the Bean definition in the Configuration file contains a **'init-method'** attribute, then the value for the attribute will be resolved to a method name in the Bean class and that method will be called.
10. The **postProcessAfterInitialization()** method will be called if there are any Bean Post Processors attached for the Bean Factory object.
11. If the Bean class implements the **DisposableBean** interface, then the method **destroy()** will be called when the Application no longer needs the bean reference.
12. If the Bean definition in the Configuration file contains a **'destroy-method'**attribute, then the corresponding method definition in the Bean class will be called.

# **Difference between BeanNameAware and BeanFactoryAware**

Consider the two interfaces BeanNameAware and BeanFactoryAware. **The first one makes the object aware of their bean name in a bean factory. The second interface gives the bean access to the Bean Factory that created it.**

BeanNameAware makes the object aware of its bean name. It is best used in pre annotation config spring (2.x). You could reference the bean from a locator by its name then.   
BeanFactoryAware gives the bean access to the beanfactory that created it. For the usefulness of this, you should check the documentation:

Spring Bean Post Processor

As per Spring specifications, The **BeanPostProcessor** interface defines callback methods that you can implement to provide your own (or override the container's default) instantiation logic, dependency-resolution logic, and so forth. If you want to implement some custom logic after the Spring container finishes instantiating, configuring, and initializing a bean, you can plug in one or more BeanPostProcessor implementations.

There are two methods of BeanPostProcessor

* **postProcessBeforeInitialization**
* **postProcessAfterInitialization**

So in essence the method **postProcessBeforeInitialization** defined in the BeanPostProcessor gets called (as the name indicates) before the initialization of beans and likewise the **postProcessAfterInitialization** gets called after the initialization of the bean.

Note : **So basically the BeanPostProcessor can be used to do custom instantiation logic for several beans whereas the others are defined on a per bean basis.**

**BeanPostProcessor is used to customize the beans’ instantiation process.**

BeanPostProcessor class has two methods.

1) postProcessBeforeInitialization - as name clearly says that it's used to make sure required actions are taken before initialization. e.g. you want to load certain property file/read data from the remote source/service.

2) postProcessAfterInitialization - any thing that you want to do after initialization before bean reference is given to application.

Sequence of the questioned methods in life cycle as follows :

1) BeanPostProcessor.postProcessBeforeInitialization()

2) init()

3) BeanPostProcessor.postProcessAfterInitialization()

4) destroy()

An working example is given below.

**Employee.java**

package com.ddlab.rnd.spring;

public class Employee {

private String name;

private int id;

public int getId() {

return id;

}

public void setId(int id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public void init() {

System.out.println("init() method called , Emp object is getting initialized ...");

}

public void destroy() {

System.out.println("destroy() method called , Emp object will be destroyed now ...");

}

}

**Project.java**

package com.ddlab.rnd.spring;  
  
public class Project {  
 private String name;  
 private int id;  
  
 public int getId() {  
 return id;  
 }  
  
 public void setId(int id) {  
 this.id = id;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public void setName(String name) {  
 this.name = name;  
 }  
  
 public void init() {  
 System.out.println("init() method called , Project object is getting initialized ...");  
 }  
  
 public void destroy() {  
 System.out.println("destroy() method called , Project object will be destroyed now ...");  
 }  
}

**InitBeans.java**

package com.ddlab.rnd.spring;  
  
import org.springframework.beans.factory.config.BeanPostProcessor;  
import org.springframework.beans.BeansException;  
  
public class InitBeans implements BeanPostProcessor {  
   
 public Object postProcessBeforeInitialization(Object bean, String beanName) throws BeansException {  
 System.*out*.println("BeforeInitialization : " + beanName);  
 if( bean instanceof Employee ) {  
 Employee emp = (Employee) bean;  
 emp.setId(1);  
 }  
  
 if( bean instanceof Project ) {  
 Project project = (Project) bean;  
 project.setId(1);  
 }  
  
 return bean; // you can return any other object as well  
 }  
  
 public Object postProcessAfterInitialization(Object bean, String beanName) throws BeansException {  
 System.*out*.println("AfterInitialization : " + beanName);  
 return bean; // you can return any other object as well  
 }  
  
}

**MainApp.java**

package com.ddlab.rnd.spring;  
  
import org.springframework.context.support.AbstractApplicationContext;  
import org.springframework.context.support.ClassPathXmlApplicationContext;  
  
public class MainApp {  
 public static void main(String[] args) {  
  
 AbstractApplicationContext context = new ClassPathXmlApplicationContext("beans.xml");  
  
 Employee obj = (Employee) context.getBean("emp");  
 System.*out*.println(obj.getName());  
 System.*out*.println(obj.getId());  
 context.registerShutdownHook();  
 }  
}

**beans.xml**

<beans xmlns="http://www.springframework.org/schema/beans"  
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://www.springframework.org/schema/beans  
 http://www.springframework.org/schema/beans/spring-beans-3.0.xsd">  
  
 <bean id="emp" class="com.ddlab.rnd.spring.Employee"  
 init-method="init" destroy-method="destroy">  
 <property name="name" value="Hello World!"/>  
 </bean>  
  
 <bean id="project" class="com.ddlab.rnd.spring.Project"  
 init-method="init" destroy-method="destroy">  
 <property name="name" value="Digital marketing"/>  
 </bean>  
  
 <bean class="com.ddlab.rnd.spring.InitBeans" />  
  
</beans>

**Output is given below**

BeforeInitialization : emp

init() method called , Emp object is getting initialized ...

AfterInitialization : emp

BeforeInitialization : project

init() method called , Project object is getting initialized ...

AfterInitialization : project

Hello World!

1

destroy() method called , Project object will be destroyed now ...

destroy() method called , Emp object will be destroyed now ...

Some Spring Life Cycle Concepts

**org.springframework.beans.factory   
Interface BeanNameAware**

|  |  |
| --- | --- |
| void | [**setBeanName**](http://docs.spring.io/spring-framework/docs/2.5.x/api/org/springframework/beans/factory/BeanNameAware.html#setBeanName(java.lang.String))**(**[**String**](http://java.sun.com/javase/6/docs/api/java/lang/String.html?is-external=true)**name)            Set the name of the bean in the bean factory that created this bean.** |

## org.springframework.beans.factory  Interface BeanFactoryAware

|  |  |
| --- | --- |
| void | [**setBeanFactory**](http://docs.spring.io/spring-framework/docs/2.5.x/api/org/springframework/beans/factory/BeanFactoryAware.html#setBeanFactory(org.springframework.beans.factory.BeanFactory))([BeanFactory](http://docs.spring.io/spring-framework/docs/2.5.x/api/org/springframework/beans/factory/BeanFactory.html) beanFactory)           **Callback that supplies the owning factory to a bean instance.** |

The usage of above interfaces is given below.

**ICard.java**

**public** **interface** ICard {

String getType();

}

**CreditCard.java**

**import** org.springframework.beans.BeansException;

**import** org.springframework.beans.factory.BeanFactory;

**import** org.springframework.beans.factory.BeanFactoryAware;

**import** org.springframework.beans.factory.BeanNameAware;

**public** **class** CreditCard **implements** BeanNameAware , BeanFactoryAware , ICard {

**public** String getType() {

**return** "CreditCard";

}

**public** **void** setBeanName( String beanId ) {

//Part of BeanNameAware

System.***out***.println("Defined Bean Id :::"+beanId);

}

**public** **void** setBeanFactory(BeanFactory beanFactory) **throws** BeansException {

//Part of BeanFactoryAware

System.***out***.println("Bean Factory :::"+beanFactory);

}

}

**Spring bean configuration(beans.xml)**

<beans xmlns=*"http://www.springframework.org/schema/beans"*

xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"* xmlns:context=*"http://www.springframework.org/schema/context"*

xsi:schemaLocation=*"http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans-3.2.xsd*

*http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-3.2.xsd"*>

**<bean id=*"cardBean"* class=*"com.ddlab.rnd.CreditCard"* />**

</beans>

**Test Program (App.java)**

**import** org.springframework.context.ApplicationContext;

**import** org.springframework.context.support.ClassPathXmlApplicationContext;

**public** **class** App {

**public** **static** **void** main(String[] args) {

ApplicationContext context = **new** ClassPathXmlApplicationContext("beans.xml");

ICard card = (ICard) context.getBean("cardBean");

System.***out***.println(card.getType());

}

}

**Output**

Defined Bean Id :::cardBean

Bean Factory :::org.springframework.beans.factory.support.DefaultListableBeanFactory@18f47d52: defining beans [cardBean]; root of factory hierarchy

CreditCard

**BeanPostProcessor**

The **BeanPostProcessor** interface defines callback methods that you can implement to provide your own instantiation logic, dependency-resolution logic etc. You can also implement some custom logic after the Spring container finishes instantiating, configuring, and initializing a bean by plugging in one or more BeanPostProcessor implementations.

You can configure multiple BeanPostProcessor interfaces and you can control the order in which these BeanPostProcessor interfaces execute by setting the**order** property provided the BeanPostProcessor implements the **Ordered**interface.

import org.springframework.beans.factory.config.BeanPostProcessor;

import org.springframework.beans.BeansException;

public class InitHelloWorld implements BeanPostProcessor {

public Object postProcessBeforeInitialization(Object bean, String beanName) throws BeansException {

System.out.println("BeforeInitialization : " + beanName);

return bean; // you can return any other object as well

}

public Object postProcessAfterInitialization(Object bean, String beanName) throws BeansException {

System.out.println("AfterInitialization : " + beanName);

return bean; // you can return any other object as well

}

}

Cross-Cutting Concerns

Before understanding the **Crosscutting Concern**, we have to understand the **Concern**.

A **Concern** is behavior we want to have in a module of an application.  
A **Concern** may be defined as a functionality we want to implement.

The **cross-cutting concern** is a concern which is applicable throughout the application and it affects the entire application.

**For example:** logging, security and data transfer are the concerns which are needed in almost every module of an application, hence they are cross-cutting concerns.

[Courtesy](http://www.javacodegeeks.com/2014/05/spring-interview-questions-and-answers.html#6)
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This figure represents a typical application that is broken down into modules. Each module’s main concern is to provide services for its particular domain. However, each of these modules also requires similar ancillary functionalities, such as security logging and transaction management. An example of crosscutting concerns is "logging," which is frequently used in distributed applications to aid debugging by tracing method calls. Suppose we do logging at both the beginning and the end of each function body. This will result in crosscutting all classes that have at least one function.

<https://en.wikipedia.org/wiki/Cross-cutting_concern>

In [aspect-oriented software development](https://en.wikipedia.org/wiki/Aspect-oriented_software_development), **cross-cutting concerns** are aspects of a [program](https://en.wikipedia.org/wiki/Computer_program) that affect other [concerns](https://en.wikipedia.org/wiki/Concern_(computer_science)). These concerns often cannot be cleanly [decomposed](https://en.wikipedia.org/wiki/Modularity_(programming)) from the rest of the system in both the design and implementation, and can result in either *scattering* ([code](https://en.wikipedia.org/wiki/Source_code) duplication), *tangling* (significant dependencies between systems), or both.

Cross-cutting concerns are parts of a program that rely on or must affect many other parts of the system. They form the basis for the development of [aspects](https://en.wikipedia.org/wiki/Aspect_(computer_science)).[[1]](https://en.wikipedia.org/wiki/Cross-cutting_concern#cite_note-Patent_4-1) Such cross-cutting concerns do not fit cleanly into [object-oriented programming](https://en.wikipedia.org/wiki/Object-oriented_programming) or [procedural programming](https://en.wikipedia.org/wiki/Procedural_programming).[[2]](https://en.wikipedia.org/wiki/Cross-cutting_concern#cite_note-Seminal_1-2)

<https://en.wikipedia.org/wiki/Concern_(computer_science)>

In [computer science](https://en.wikipedia.org/wiki/Computer_science), a **concern** is a particular set of information that has an effect on the code of a [computer program](https://en.wikipedia.org/wiki/Computer_program). A concern can be as general as the details of [database](https://en.wikipedia.org/wiki/Database) interaction or as specific as performing a primitive calculation, depending on the level of conversation between developers and the program being discussed. IBM uses the term *concern space* to describe the sectioning of conceptual information.[[1]](https://en.wikipedia.org/wiki/Concern_(computer_science)#cite_note-1)

Usually the code can be separated into logical sections, each addressing separate concerns, and so it hides the need for a given section to know particular information addressed by a different section. This leads to a [modular](https://en.wikipedia.org/wiki/Modularity_(programming)) program. [Edsger W. Dijkstra](https://en.wikipedia.org/wiki/Edsger_W._Dijkstra) coined the term "[separation of concerns](https://en.wikipedia.org/wiki/Separation_of_concerns)"[[2]](https://en.wikipedia.org/wiki/Concern_(computer_science)#cite_note-2) to describe the mentality behind this modularization, which allows the programmer to reduce the complexity of the system being [designed](https://en.wikipedia.org/wiki/Designed). Two different concerns that intermingle in the same section of code are called "[highly coupled](https://en.wikipedia.org/wiki/Coupling_(computer_science))". Sometimes the chosen module divisions do not allow for one concern to be completely separated from another, resulting in [cross-cutting concerns](https://en.wikipedia.org/wiki/Cross-cutting_concern).[[3]](https://en.wikipedia.org/wiki/Concern_(computer_science)#cite_note-3) The various [programming paradigms](https://en.wikipedia.org/wiki/Programming_paradigm) address the issue of[cross-cutting concerns](https://en.wikipedia.org/wiki/Cross-cutting_concern) to different degrees. [Data logging](https://en.wikipedia.org/wiki/Data_logging) is a common cross-cutting concern, being used in many other parts of the program other than the particular module(s) that actually log the data. Since changes to the logging code can affect other sections,[[*how?*](https://en.wikipedia.org/wiki/Wikipedia:Please_clarify)] it could introduce [bugs](https://en.wikipedia.org/wiki/Computer_bug) in the operation of the program.

Paradigms that specifically address the issue of concern separation:

* [Object-oriented programming](https://en.wikipedia.org/wiki/Object-oriented_programming), describing concerns as objects
* [Functional programming](https://en.wikipedia.org/wiki/Functional_programming), describing concerns as functions
* [Aspect-oriented software development](https://en.wikipedia.org/wiki/Aspect-oriented_software_development), treating concerns and their interaction as constructs of their own standing

<https://en.wikipedia.org/wiki/Separation_of_concerns>

**Separation of concerns**

In [computer science](https://en.wikipedia.org/wiki/Computer_science), **separation of concerns** (**SoC**) is a design principle for separating a [computer program](https://en.wikipedia.org/wiki/Computer_program) into distinct sections, such that each section addresses a separate [concern](https://en.wikipedia.org/wiki/Concern_(computer_science)). A concern is a set of information that affects the code of a computer program. A concern can be as general as the details of the hardware the code is being optimized for, or as specific as the name of a class to instantiate. A program that embodies SoC well is called a [modular](https://en.wikipedia.org/wiki/Modularity_(programming))[[1]](https://en.wikipedia.org/wiki/Separation_of_concerns#cite_note-laplante-1) program. Modularity, and hence separation of concerns, is achieved by [encapsulating](https://en.wikipedia.org/wiki/Encapsulation_(computer_science)) information inside a section of code that has a well-defined interface. Encapsulation is a means of [information hiding](https://en.wikipedia.org/wiki/Information_hiding).[[2]](https://en.wikipedia.org/wiki/Separation_of_concerns#cite_note-mitchell-2) Layered designs in information systems are another embodiment of separation of concerns (e.g., presentation layer, business logic layer, data access layer, persistence layer).[[3]](https://en.wikipedia.org/wiki/Separation_of_concerns#cite_note-microsoft-3)

The value of separation of concerns is simplifying development and maintenance of computer programs. When concerns are well-separated, individual sections can be reused, as well as developed and updated independently. Of special value is the ability to later improve or modify one section of code without having to know the details of other sections, and without having to make corresponding changes to those sections.

Spring 3 MVC Interceptor tutorial with example

Spring MVC provides a powerful mechanism to intercept an http request. Similar to [Servlet Filter concept](http://viralpatel.net/blogs/tutorial-java-servlet-filter-example-using-eclipse-apache-tomcat/), Spring MVC provides a way to define special classes called Interceptors that gets called before and after a request is served.

## Quick Overview

Each interceptor you define must implementorg.springframework.web.servlet.HandlerInterceptor interface. There are three methods that need to be implemented.

preHandle(..) is called before the actual handler is executed;

The preHandle(..) method returns a boolean value. You can use this method to break or continue the processing of the execution chain. When this method returns true, the handler execution chain will continue; when it returns false, the DispatcherServlet assumes the interceptor itself has taken care of requests (and, for example, rendered an appropriate view) and does not continue executing the other interceptors and the actual handler in the execution chain.

postHandle(..) is called after the handler is executed;

afterCompletion(..) is called after the complete request has finished.

These three methods should provide enough flexibility to do all kinds of preprocessing and postprocessing.

You can define an interceptor class as follow:

import javax.servlet.http.HttpServletRequest;

import javax.servlet.http.HttpServletResponse;

import org.springframework.web.servlet.HandlerInterceptor;

import org.springframework.web.servlet.ModelAndView;

**public class HelloWorldInterceptor implements HandlerInterceptor  {**

    @Override

    public boolean preHandle(HttpServletRequest request,

            HttpServletResponse response, Object handler) throws Exception {

        System.out.println("Pre-handle");

        return true;

    }

    //override postHandle() and afterCompletion()

}

Once the interceptor is defined, you can ask Spring MVC to configure it via <mvc:interceptors>tag within spring-servlet.xml file.

<mvc:interceptors>

  <bean class="net.viralpatel.spring3.interceptor.HelloWorldInterceptor" />

</mvc:interceptors>

Let us start with the complete Demo application. We will create a demo Interceptor that logs each request.

Tools and technologies:

1. Java 5 (or above)
2. Spring MVC 3.0 (or above)
3. Eclipse 3.2 (or above)

We will need following JAR files in order to execute this project.  
![spring-interceptor-jar-files](data:image/png;base64,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)

If you are using [Apache Maven](http://viralpatel.net/blogs/introduction-apache-maven-build-framework-build-automation-tool/) as dependency management, add following dependencies to pom.xml.

|  |
| --- |
| <dependencies>    <dependency>        <groupId>org.springframework</groupId>        <artifactId>spring-webmvc</artifactId>        <version>3.0.1.RELEASE</version>    </dependency>    <dependency>        <groupId>jstl</groupId>        <artifactId>jstl</artifactId>        <version>1.2</version>    </dependency>  </dependencies> |

Let us create a simple Spring MVC Interceptor class that logs each request.

## Step 1: The Controller – Create new Spring MVC Controller

We create a simple Spring MVC controller that displays a plain JSP view.

HelloWorldController.java

|  |
| --- |
| package net.viralpatel.spring3.controller;  import org.springframework.stereotype.Controller;  import org.springframework.web.bind.annotation.RequestMapping;  import org.springframework.web.bind.annotation.RequestMethod;    @Controller  public class HelloWorldController {      @RequestMapping(value = "/hello", method = RequestMethod.GET)      public String sayHello() {          return "hello";      }  } |

The controller has one method sayHello() which is mapped to URL **/hello** using@RequestMapping. This simply paints the hello.jsp view.

## Step 2: The View – Create new JSPs

Create two JSPs, hello.jsp that displays hello message and index.jsp that simply redirects first request to /hello.html.

/WEB-INF/jsp/hello.jsp

|  |
| --- |
| <html>  <head>      <title>Spring MVC Interceptor example</title>  </head>  <body>      <h1>Hello!!</h1>  </body>  </html> |

WebContent/index.jsp

|  |
| --- |
| <jsp:forward page="hello.html"></jsp:forward> |

The index.jsp simply redirects to hello.html which calls the HelloWorldController.

**Step 3: The Interceptor – Spring MVC HandlerInterceptor**

Let’s create the Spring based Handler Interceptor which will intercept the request and print a message.

HelloWorldInterceptor.java

|  |
| --- |
| package net.viralpatel.spring3.interceptor;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  import org.springframework.web.servlet.HandlerInterceptor;  import org.springframework.web.servlet.ModelAndView;    **public class HelloWorldInterceptor implements HandlerInterceptor  {**      @Override      public boolean preHandle(HttpServletRequest request,              HttpServletResponse response, Object handler) throws Exception {            System.out.println("Pre-handle");          return true;      }        @Override      public void postHandle(HttpServletRequest request,              HttpServletResponse response, Object handler,              ModelAndView modelAndView) throws Exception {          System.out.println("Post-handle");      }        @Override      public void afterCompletion(HttpServletRequest request,              HttpServletResponse response, Object handler, Exception ex)              throws Exception {          System.out.println("After completion handle");      }  } |

Thus in each of the method preHandle, postHandle and afterCompletion we print a message on console.

**Step 4: Spring Configuration**

Now lets glue up the source code and configure Spring. Note how we declared the interceptor in spring-servlet.xml using <mvc:interceptors> tag.

spring-servlet.xml

|  |
| --- |
| <beans xmlns="http://www.springframework.org/schema/beans"      xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"      xmlns:context="http://www.springframework.org/schema/context"      xmlns:mvc="http://www.springframework.org/schema/mvc"      xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd http://www.springframework.org/schema/context  http://www.springframework.org/schema/context/spring-context.xsd http://www.springframework.org/schema/mvc http://www.springframework.org/schema/mvc/spring-mvc.xsd">        <context:annotation-config />      <context:component-scan base-package="net.viralpatel.spring3.controller"/>  **<mvc:interceptors>**  **<bean class="net.viralpatel.spring3.interceptor.HelloWorldInterceptor" />**  **</mvc:interceptors>**      <bean id="jspViewResolver"      class="org.springframework.web.servlet.view.InternalResourceViewResolver">          <property name="viewClass"              value="org.springframework.web.servlet.view.JstlView" />          <property name="prefix" value="/WEB-INF/jsp/" />          <property name="suffix" value=".jsp" />    </bean>  </beans> |

Also configure the spring’s DispatcherServlet in web.xml file.

web.xml

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <web-app xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"      xmlns="http://java.sun.com/xml/ns/javaee"      xmlns:web="http://java.sun.com/xml/ns/javaee/web-app\_2\_5.xsd"      xsi:schemaLocation="http://java.sun.com/xml/ns/javaee          http://java.sun.com/xml/ns/javaee/web-app\_2\_5.xsd"      id="WebApp\_ID" version="2.5">        <display-name>Spring3MVC-Interceptor example</display-name>      <servlet>          <servlet-name>spring</servlet-name>          <servlet-class>              org.springframework.web.servlet.DispatcherServlet          </servlet-class>          <load-on-startup>1</load-on-startup>      </servlet>      <servlet-mapping>          <servlet-name>spring</servlet-name>          <url-pattern>\*.html</url-pattern>      </servlet-mapping>  </web-app> |

## Final Project Structure

Once all the source files and configuration files are in place, your project should look like below:

![spring-mvc-handle-interceptors-project](data:image/png;base64,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)

**Demo**

Compile and execute the project in Eclipse. Open below URL in browser.

**URL:** <http://localhost:8080/SpringMVC_Interceptor_example/>

Check the server console logs. You must see following:

|  |
| --- |
| Pre-handle  Post-handle  After completion handle |

XML or Annotations in Spring

Annotations have their use, but they are not the one silver bullet to kill XML configuration. I recommend mixing the two!

For instance, if using Spring, it is entirely intuitive to use XML for the dependency injection portion of your application. This gets the code's dependencies away from the code which will be using it, by contrast, using some sort of annotation in the code that needs the dependencies makes the code aware of this automatic configuration.

However, instead of using XML for transactional management, marking a method as transactional with an annotation makes perfect sense, since this is information a programmer would probably wish to know. But that an interface is going to be injected as a SubtypeY instead of a SubtypeX should not be included in the class, because if now you wish to inject SubtypeX, you have to change your code, whereas you had an interface contract before anyways, so with XML, you would just need to change the XML mappings and it is fairly quick and painless to do so.

I haven't used JPA annotations, so I don't know how good they are, but I would argue that leaving the mapping of beans to the database in XML is also good, as the object shouldn't care where its information came from, it should just care what it can do with its information. But if you like JPA (I don't have any expirience with it), by all means, go for it.

In general: If an annotation provides functionality and acts as a comment in and of itself, and doesn't tie the code down to some specific process in order to function normally without this annotation, then go for annotations. For example, a transactional method marked as being transactional does not kill its operating logic, and serves as a good code-level comment as well. Otherwise, this information is probably best expressed as XML, because although it will eventually affect how the code operates, it won't change the main functionality of the code, and hence doesn't belong in the source files.

There is a wider issue here, that of externalised vs inlined meta-data. If your object model is only ever going to persisted in one way, then inlined meta-data (i.e. annotations) are more compact and readable.

If, however, your object model was reused in different applications in such a way that each application wanted to persist the model in different ways, then externalising the meta-data (i.e. XML descriptors) becomes more appropriate.

Neither one is better, and so both are supported, although annotations are more fashionable. As a result, new hair-on-fire frameworks like JPA tend to put more emphasis on them. More mature APIs like native Hibernate offer both, because it's known that neither one is enough.

I always think about annotations as some kind of indicator of what a class is capable of, or how it interacts with others.

Spring XML configuration on the other hand to me is just that, configuration

For instance, information about the ip and port of a proxy, is definetly going into an XML file, it is the runtime configuration.

Using @Autowire, @Element to indicate the framework what to do with the class is good use of annotations.

Putting the URL into the @Webservice annotation is bad style.

But this is just my oppinion. The line between interaction and configuration is not allways clear

I've been using Spring for a few years now and the amount of XML that was required was definitely getting tedious. Between the new XML schemas and annotation support in Spring 2.5 I usually do these things:

1. Using "component-scan" to autoload classes which use @Repository, @Service or @Component. I usually give every bean a name and then wire them together using @Resource. I find that this plumbing doesn't change very often so annotations make sense.
2. Using the "aop" namespace for all AOP. This really works great. I still use it for transactions too because putting @Transactional all over the place is kind of a drag. You can create named pointcuts for methods on any service or repository and very quickly apply the advice.
3. I use LocalContainerEntityManagerFactoryBean along with HibernateJpaVendorAdapter to configure Hibernate. This lets Hibernate easily auto-discover @Entity classes on the classpath. Then I create a named SessionFactory bean using "factory-bean" and "factory-method" referring to the LCEMFB.
4. I think that visibility is a big win with an XML based approach. I find that the XML isn't really that bad, given the various tools out there for navigating XML documents (i.e. Visual Studio + ReSharper's File Structure window).
5. You can certainly take a mixed approach, but that seems dangerous to me if only because, potentially, it would make it difficult for new developers on a project to figure out where different objects are configured or mapped.
6. I don't know; in the end XML Hell doesn't seem all that bad to me.

It depends on what everything you want to configure, because there are some options that cannot be configured with anotations. If we see it from the side of annotations:

* plus: annotations are less talky
* minus: annotations are less visible

It's up to you what is more important...

In general I would recommend to choose one way and use it all over some closed part of product...

(with some exceptions: eg if you choose XML based configurations, it's ok to use @Autowire annotation. It's mixing, but this one helps both readability and maintainability)

I might be wrong, but I thought Annotations (as in Java's @Tag and C#'s [Attribute]) were a compile-time option, and XML was a run-time option. That to me says the are not equivalent and have different pros and cons.

I also think a mix is the best thing, but it also depends on the type of configuration parameters. I'm working on a Seam project which also uses Spring and I usually deploy it to different development and test servers. So I have split:

* Server specific configuration (Like absolute paths to resources on server): Spring XML file
* Injecting beans as members of other beans (or reusing a Spring XML defined value in many beans): Annotations

The key difference is that you don't have to recompile the code for all changing server-specific configurations, just edit the xml file. There's also the advantage that some configuration changes can be done by team members who don't understand all the code involved.

An important part in using an annotation-only approach is that the concept of a "bean name" more or less goes away (becomes insignificant).

The "bean names" in Spring form an additional level of abstraction over the implementing classes. With XML beans are defined and referenced relative to their bean name. With annotations they are referenced by their class/interface. (Although the bean name exists, you do not need to know it)

I strongly believe that getting rid of superfluous abstractions simplifies systems and improves productivity. For *large* projects I think the gains by getting rid of XML can be substantial.

In the scope of DI container, I consider annotation based DI is abusing the use of Java annotation. By saying that, I don't recommend to use it widely in your project. If your project does really needs the power of DI container, I would recommend to use Spring IoC with Xml based configuration option.

If it is just for a sake of Unit-test, developers should apply Dependency Inject pattern in their coding and take advantages from mocking tools such as EasyMock or JMock to circumvent dependencies.

You should try to avoid using DI container in its wrong context.

This is the classic 'Configuration versus Convention' question. Personal taste dictates the answer in most cases. However, personally I prefer Configuration (i.e. XML based) over Convention. IMO IDE's are sufficiently robust enough to overcome some of the XML hell people often associate w/ the building and maintaining an XML based approach. In the end, I find the benefits of Configuration (such as building utilities to build, maintain and deploy the XML config file) outweighs Convention in the long run.

I use both. Mostly XML, but when I have a bunch of beans that inherit from a common class and have common properties, I use annotations for those, in the superclass, so I don't have to set the same properties for each bean. Because I'm a bit of a control freak, I use @Resource(name="referredBean") instead of just autowiring stuff (and save myself a lot of trouble if I ever need another bean of the same class as the original referredBean).

**Advantages of the annotation:**

1) All the information is in a single file (no need to open two files to configure a given behavior)   
2) When the class changes, no need to modify the xml file

**Advantages of xml file:**

1) Clear separation between the POJO and its behavior   
2) When you do not know which POJO is responsible for the behavior, it is easier to find that POJO (searching in a subset of files rather than all the source code)

Spring Core with No XML Configuration - Spring with Annotations only

# Java Code

## SpringNoXMLConfig.java

package com.ddlab.spring;

import org.springframework.context.annotation.ComponentScan;

import org.springframework.context.annotation.Configuration;

@Configuration

@ComponentScan(basePackages="com.ddlab.spring")

public class SpringNoXMLConfig {

}

## ICustomer.java

**package** com.ddlab.spring;

**public** **interface** ICustomer

{

**public** String getName();

**public** String getType();

}

## RetailCustomerImpl.java

**package** com.ddlab.spring;

**import** org.springframework.stereotype.Component;

@Component(value="retail")

**public** **class** RetailCustomerImpl **implements** ICustomer {

**public** String getName() {

**return** "John Abraham";

}

**public** String getType() {

**return** "Retail";

}

}

## CorporateCustomerImpl.java

**package** com.ddlab.spring;

**import** org.springframework.stereotype.Component;

@Component(value="corporate")

**public** **class** CorporateCustomerImpl **implements** ICustomer {

**public** String getName() {

**return** "JDA Software Inc.";

}

**public** String getType() {

**return** "Corporate";

}

}

## Bank.java

package com.ddlab.spring;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.beans.factory.annotation.Qualifier;

import org.springframework.stereotype.Component;

@Component(value="bank1")

public class Bank

{

@Autowired @Qualifier(value="retail") //@Qualifier(value="corporate")

private ICustomer customer;

public void display()

{

System.out.println("Customer Name : "+customer.getName());

System.out.println("Customer Type : "+customer.getType());

}

}

## TestBank.java

package com.ddlab.spring;

import org.springframework.context.ApplicationContext;

import org.springframework.context.annotation.AnnotationConfigApplicationContext;

public class TestBank {

@SuppressWarnings("resource")

public static void main(String[] args) {

ApplicationContext context = null;

context = new AnnotationConfigApplicationContext(SpringNoXMLConfig.class);

Bank bank = (Bank) context.getBean("bank1");

bank.display();

}

}

**What about normal bean ?**

To get only Bean

@Bean(value="retail")

public ICustomer getRetailCustomer() {

return new RetailCustomers();

}  
  
There is no need to write **@Component** in the RetailCustomer class.